**Icomparable and IComparer Interfaces**

If you have an array of types (such as **string** or **integer**) that already support **IComparer**, you can sort that array without providing any explicit reference to **IComparer**. In that case, the elements of the array are cast to the default implementation of **IComparer** (**Comparer.Default**) for you. However, if you want to provide sorting or comparison capability for your custom objects, you must implement either or both of these interfaces.  
  
The following .NET Framework Class Library namespace is referenced in this article:

System.Collections

**IComparable**

The role of **IComparable** is to provide a method of comparing two objects of a particular type. This is necessary if you want to provide any ordering capability for your object. Think of **IComparable** as providing a default sort order for your objects. For example, if you have an array of objects of your type, and you call the **Sort** method on that array, **IComparable** provides the comparison of objects during the sort. When you implement the **IComparable** interface, you must implement the **CompareTo** method, as follows:

// Implement IComparable CompareTo method - provide default sort order.

int IComparable.CompareTo(object obj)

{

car c=(car)obj;

return String.Compare(this.make,c.make);

}

The comparison in the method is different depending on the data type of the value that is being compared. **String.Compare** is used in this example because the property that is chosen for the comparison is a string.  
 **IComparer**

The role of IComparer is to provide additional comparison mechanisms. For example, you may want to provide ordering of your class on several fields or properties, ascending and descending order on the same field, or both.   
  
Using IComparer is a two-step process. **First**, declare a class that implements IComparer, and then implement the Compare method:

private class sortYearAscendingHelper : IComparer

{

int IComparer.Compare(object a, object b)

{

car c1=(car)a;

car c2=(car)b;

if (c1.year > c2.year)

return 1;

if (c1.year < c2.year)

return -1;

else

return 0;

}

}

Note that the **IComparer.Compare** method requires a tertiary comparison. 1, 0, or -1 is returned depending on whether one value is greater than, equal to, or less than the other. The sort order (ascending or descending) can be changed by switching the logical operators in this method.  
  
The **second step** is to declare a method that returns an instance of your IComparer object:

public static IComparer sortYearAscending()

{

return (IComparer) new sortYearAscendingHelper();

}

In this example, the object is used as the second argument when you call the overloaded Array.Sort method that accepts IComparer. The use of IComparer is not limited to arrays. It is accepted as an argument in a number of different collection and control classes.

**Step-by-Step Example**

The following example demonstrates the use of these interfaces. To demonstrate **IComparer** and **IComparable**, a class named **car** is created. The **car** object has the **make** and **year** properties. An ascending sort for the **make** field is enabled through the **IComparable** interface, and a descending sort on the **make** field is enabled through the **IComparer** interface. Both ascending and descending sorts are provided for the **year** property through the use of **IComparer**.

1. In Visual C#, create a new Console Application project. Name the application ConsoleEnum.
2. Rename Program.cs as Host.cs, and then replace the code with the following code.  
   .

using System;

namespace ConsoleEnum

{

class host

{

[STAThread]

static void Main(string[] args)

{

// Create an arary of car objects.

car[] arrayOfCars= new car[6]

{

new car("Ford",1992),

new car("Fiat",1988),

new car("Buick",1932),

new car("Ford",1932),

new car("Dodge",1999),

new car("Honda",1977)

};

// Write out a header for the output.

Console.WriteLine("Array - Unsorted\n");

foreach(car c in arrayOfCars)

Console.WriteLine(c.Make + "\t\t" + c.Year);

// Demo IComparable by sorting array with "default" sort order.

**Array.Sort(arrayOfCars);**

Console.WriteLine("\nArray - Sorted by Make (Ascending - IComparable)\n");

foreach(car c in arrayOfCars)

Console.WriteLine(c.Make + "\t\t" + c.Year);

**// Demo ascending sort of numeric value with IComparer.**

**Array.Sort(arrayOfCars,car.sortYearAscending());**

**Console.WriteLine("\nArray - Sorted by Year (Ascending - IComparer)\n");**

foreach(car c in arrayOfCars)

Console.WriteLine(c.Make + "\t\t" + c.Year);

// Demo descending sort of string value with IComparer.

Array.Sort(arrayOfCars,car.sortMakeDescending());

Console.WriteLine("\nArray - Sorted by Make (Descending - IComparer)\n");

foreach(car c in arrayOfCars)

Console.WriteLine(c.Make + "\t\t" + c.Year);

// Demo descending sort of numeric value using IComparer.

Array.Sort(arrayOfCars,car.sortYearDescending());

Console.WriteLine("\nArray - Sorted by Year (Descending - IComparer)\n");

foreach(car c in arrayOfCars)

Console.WriteLine(c.Make + "\t\t" + c.Year);

Console.ReadLine();

}

}

}

1. Add a class to the project. Name the class **car**.
2. Replace the code in Car.cs with the following:

using System;

using System.Collections;

namespace ConsoleEnum

{

public class car : **IComparable**

{

// Beginning of nested classes.

// Nested class to do ascending sort on year property.

private class sortYearAscendingHelper: IComparer

{

int IComparer.Compare(object a, object b)

{

car c1=(car)a;

car c2=(car)b;

if (c1.year > c2.year)

return 1;

if (c1.year < c2.year)

return -1;

else

return 0;

}

}

// Nested class to do descending sort on year property.

private class sortYearDescendingHelper: IComparer

{

int IComparer.Compare(object a, object b)

{

car c1=(car)a;

car c2=(car)b;

if (c1.year < c2.year)

return 1;

if (c1.year > c2.year)

return -1;

else

return 0;

}

}

// Nested class to do descending sort on make property.

private class sortMakeDescendingHelper: IComparer

{

int IComparer.Compare(object a, object b)

{

car c1=(car)a;

car c2=(car)b;

return String.Compare(c2.make,c1.make);

}

}

// End of nested classes.

private int year;

private string make;

public car(string Make,int Year)

{

make=Make;

year=Year;

}

public int Year

{

get {return year;}

set {year=value;}

}

public string Make

{

get {return make;}

set {make=value;}

}

// Implement IComparable CompareTo to provide default sort order.

int IComparable.CompareTo(object obj)

{

car c=(car)obj;

return String.Compare(this.make,c.make);

}

// Method to return IComparer object for sort helper.

public static IComparer sortYearAscending()

{

return (IComparer) new sortYearAscendingHelper();

}

// Method to return IComparer object for sort helper.

public static IComparer sortYearDescending()

{

return (IComparer) new sortYearDescendingHelper();

}

// Method to return IComparer object for sort helper.

public static IComparer sortMakeDescending()

{

return (IComparer) new sortMakeDescendingHelper();

}

}

}

1. Run the project. The following output appears in the Console window:

Array - Unsorted

Ford 1992

Fiat 1988

Buick 1932

Ford 1932

Dodge 1999

Honda 1977

Array - Sorted by Make (Ascending - IComparable)

Buick 1932

Dodge 1999

Fiat 1988

Ford 1932

Ford 1992

Honda 1977

Array - Sorted by Year (Ascending - IComparer)

Ford 1932

Buick 1932

Honda 1977

Fiat 1988

Ford 1992

Dodge 1999

Array - Sorted by Make (Descending - IComparer)

Honda 1977

Ford 1932

Ford 1992

Fiat 1988

Dodge 1999

Buick 1932

Array - Sorted by Year (Descending - IComparer)

Dodge 1999

Ford 1992

Fiat 1988

Honda 1977

Buick 1932

Ford 1932

**IEquatable**

An IEquatable class provides an Equals method that determines whether an object is equal to another object.

namespace IEquatablePerson

{

class Person : IEquatable<Person>

{

public string FirstName { get; set; }

public string LastName { get; set; }

public bool Equals(Person other)

{

return ((FirstName == other.FirstName) &&

(LastName == other.LastName));

}

}

}

Person person = new Person()

{

FirstName = firstNameTextBox.Text,

LastName = lastNameTextBox.Text

};

if (People.Contains(person))

{

MessageBox.Show("The list already contains this person.");

}

else

{

People.Add(person);

firstNameTextBox.Clear();

lastNameTextBox.Clear();

firstNameTextBox.Focus();

}  
  
**ICloneable**

An ICloneable class provides a Clone method that returns a copy of an object.

Deep clone A copy of an object where reference fields refer to new instances of objects, not to the

same objects referred to by the original object’s fields.

Shallow clone A copy of an object where reference fields refer to the same objects as the original

object’s fields.

namespace ICloneablePerson

{

class Person : ICloneable

{

public string FirstName { get; set; }

public string LastName { get; set; }

public Person Manager { get; set; }

// Return a clone of this person.

public object Clone()

{

Person person = new Person();

person.FirstName = FirstName;

person.LastName = LastName;

person.Manager = Manager;

// Uncomment the following for deep clones.

//if (Manager != null)

// person.Manager = (Person)Manager.Clone();

return person;

}

// Return a textual representation of the Person.

public override string ToString()

{

string text = FirstName + " " + LastName;

if (Manager != null)

text += " (Manager: " + Manager.ToString() + ")";

return text;

}

}

}

The following code shown how to clone an object.

Person ann = new Person()

{

FirstName = "Ann",

LastName = "Archer",

Manager = null

};

Person bob = new Person()

{

FirstName = "Bob",

LastName = "Baker",

Manager = ann

};

Person bob2 = (Person)bob.Clone();

Person cindy = new Person()

{

FirstName = "Cindy",

LastName = "Cane",

Manager = bob

};

// Change Bob's manager's name.

bob.Manager.FirstName = "Dan";

bob.Manager.LastName = "Dent";

**IEnumerable<T>**   
The IEnumerable<T> is used to iterate a read only collection. It has only one method GetEnumeartor() which allows you to iterate the read only collection using a foreach loop. It only iterates in the forward direction.

Some of the important points about IEnumerable<T> is as follows:

* It is a read only collection.
* It iterates only in forward direction.
* It does not support adding, removing objects on collection.
* It provides enumerator to iterate collection in forward direction.

It is the base interface for any generic collection that can be enumerated using a foreach statement. To use iteration using a foreach the generic collection must implement the IEnumerable <T> and define GetEnumerator() method.  
GetEnumerator() method is not thread safe. Enumerator reads collection by positioning itself at the first position of the collection. You need to call MoveNext() method to read next object in collection.

**When to use IEnumerable<T>**   
Try answering the following questions,

* Working with the read only collection
* Need to read the objects in forward direction only
* Not concerned about thread safety
* Want to iterate the collection’s objects using foreach

C# program that implements IEnumerable

using System;

using System.Collections;

using System.Collections.Generic;

class Example : IEnumerable<string>

{

List<string> \_elements;

public Example(string[] array)

{

this.\_elements = new List<string>(array);

}

IEnumerator<string> IEnumerable<string>.GetEnumerator()

{

Console.WriteLine("HERE");

return this.\_elements.GetEnumerator();

}

IEnumerator IEnumerable.GetEnumerator()

{

return this.\_elements.GetEnumerator();

}

}

class Program

{

static void Main()

{

Example example = new Example(

new string[] { "cat", "dog", "bird" });

// The foreach-loop calls the generic GetEnumerator method.

// ... It then uses the List's Enumerator.

foreach (string element in example)

{

Console.WriteLine(element);

}

}

}

**Output**

HERE

cat

dog  
bird

**Destructors**

* Destructors can be defined in classes only, not structures.
* A class can have at most one destructor.
* Destructors cannot be inherited or overloaded.
* Destructors cannot be called directly.
* Destructors cannot have modifiers or parameters.

The destructor is converted into an override version of the Finalize method. You cannot

override Finalize or call it directly.

**Using statement**The using statement lets a program automatically call an object’s Dispose method, so you

can’t forget to do it. If you declare and initialize the object in the using statement, this also

limits the object’s scope to the using block.

The following code shown on how to use using statement.

using (DisposableClass obj = new DisposableClass())

{

obj.Name = "CreateAndDispose " + ObjectNumber.ToString();

ObjectNumber++;

}

**Polymorphism**

Polymorphism is often referred to as the third pillar of object-oriented programming, after encapsulation and inheritance.

public class Shape

{

// A few example members

public int X { get; private set; }

public int Y { get; private set; }

public int Height { get; set; }

public int Width { get; set; }

// Virtual method

public virtual void Draw()

{

Console.WriteLine("Performing base class drawing tasks");

}

}

class Circle : Shape

{

public override void Draw()

{

// Code to draw a circle...

Console.WriteLine("Drawing a circle");

base.Draw();

}

}

class Rectangle : Shape

{

public override void Draw()

{

// Code to draw a rectangle...

Console.WriteLine("Drawing a rectangle");

base.Draw();

}

}

class Triangle : Shape

{

public override void Draw()

{

// Code to draw a triangle...

Console.WriteLine("Drawing a triangle");

base.Draw();

}

}

class Program

{

static void Main(string[] args)

{

// Polymorphism at work #1: a Rectangle, Triangle and Circle

// can all be used whereever a Shape is expected. No cast is

// required because an implicit conversion exists from a derived

// class to its base class.

System.Collections.Generic.List<Shape> shapes = new   
 System.Collections.Generic.List<Shape>();

shapes.Add(new Rectangle());

shapes.Add(new Triangle());

shapes.Add(new Circle());

// Polymorphism at work #2: the virtual method Draw is

// invoked on each of the derived classes, not the base class.

foreach (Shape s in shapes)

{

s.Draw();

}

// Keep the console open in debug mode.

Console.WriteLine("Press any key to exit.");

Console.ReadKey();

}

}

/\* Output:

Drawing a rectangle

Performing base class drawing tasks

Drawing a triangle

Performing base class drawing tasks

Drawing a circle

Performing base class drawing tasks

\*/

**Upcasting and downcasting**

Upcasting converts an object of a specialized type to a more general type

Downcasting converts an object from a general type to a more specialized type

|  |  |
| --- | --- |
|  |  |

![http://www.cs.aau.dk/~normark/oop-09/html/notes/graphics/small/up-down-casting-i1.png](data:image/png;base64,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)

|  |
| --- |
| *A specialization hierarchy of bank accounts* |

BankAccount ba1, ba2 = new BankAccount("John", 250.0M, 0.01);

LotteryAccount la1, la2 = new LotteryAccount("Bent", 100.0M);

ba1 = la2; // upcasting - OK

// la1 = ba2; // downcasting - Illegal - discovered at compile time

// la1 = (LotteryAccount)ba2; // downcasting – Illegal - discovered at run time

la1 = (LotteryAccount)ba1; // downcasting - OK - ba1 already refers to a LotteryAccount

In some reference type conversions, the compiler cannot determine whether a cast will be valid. It is possible for a cast operation that compiles correctly to fail at run time. As shown in the following example, a type cast that fails at run time will cause an [InvalidCastException](https://msdn.microsoft.com/en-us/library/system.invalidcastexception.aspx) to be thrown.

class Animal

{

public void Eat() { Console.WriteLine("Eating."); }

public override string ToString()

{

return "I am an animal.";

}

}

class Reptile : Animal { }

class Mammal : Animal { }

class UnSafeCast

{

static void Main()

{

Test(new Mammal());

// Keep the console window open in debug mode.

System.Console.WriteLine("Press any key to exit.");

System.Console.ReadKey();

}

static void Test(Animal a)

{

// Cause InvalidCastException at run time

// because Mammal is not convertible to Reptile.

Reptile r = (Reptile)a;

//solution  
 // if (a is Reptile)  
 // Reptile r = (Reptile)a;

}

}

C# provides the [is](https://msdn.microsoft.com/en-us/library/scekt9xw.aspx) and [as](https://msdn.microsoft.com/en-us/library/cscsdfbt.aspx) operators to enable you to test for compatibility before actually performing a cast.

Base b = d as Base;

if (b != null)

{

Console.WriteLine(b.ToString());

}

}

}

}

## Oveloading operators This example shows how you can use operator overloading to create a complex number class Complex that defines complex addition. The program displays the imaginary and the real parts of the numbers and the addition result using an override of the ToString method.

* [Visual Studio 2012](http://msdn.microsoft.com/en-us/library/6fbs5e2h(v=vs.110).aspx)
* [Visual Studio 2010](http://msdn.microsoft.com/en-us/library/6fbs5e2h(v=vs.100).aspx)
* [Visual Studio 2008](http://msdn.microsoft.com/en-us/library/6fbs5e2h(v=vs.90).aspx)
* [Visual Studio 2005](http://msdn.microsoft.com/en-us/library/6fbs5e2h(v=vs.80).aspx)

Example:

public struct Complex

{

public int real;

public int imaginary;

// Constructor.

public Complex(int real, int imaginary)

{

this.real = real;

this.imaginary = imaginary;

}

// Specify which operator to overload (+),

// the types that can be added (two Complex objects),

// and the return type (Complex).

public static Complex operator +(Complex c1, Complex c2)

{

return new Complex(c1.real + c2.real, c1.imaginary + c2.imaginary);

}

// Override the ToString() method to display a complex number

// in the traditional format:

public override string ToString()

{

return (System.String.Format("{0} + {1}i", real, imaginary));

}

}

class TestComplex

{

static void Main()

{

Complex num1 = new Complex(2, 3);

Complex num2 = new Complex(3, 4);

// Add two Complex objects by using the overloaded + operator.

Complex sum = num1 + num2;

// Print the numbers and the sum by using the overridden

// ToString method.

System.Console.WriteLine("First complex number: {0}", num1);

System.Console.WriteLine("Second complex number: {0}", num2);

System.Console.WriteLine("The sum of the two numbers: {0}", sum);

// Keep the console window open in debug mode.

System.Console.WriteLine("Press any key to exit.");

System.Console.ReadKey();

}

}

/\* Output:

First complex number: 2 + 3i

Second complex number: 3 + 4i

The sum of the two numbers: 5 + 7i

\*/

## Class versus struct

### Syntactical Comparison:

Now, semantics aside, there are a lot of things that are similar between **struct** and **class** in C#, but there are also a fair number of surprising differences. Let’s look at a table that sums them up:

|  |  |  |  |
| --- | --- | --- | --- |
| **Feature** | **Struct** | **Class** | **Notes** |
| **Is a reference type?** | No | Yes\* |  |
| **Is a value type?** | Yes | No |  |
| **Can have nested Types (enum, class, struct)?** | Yes | Yes |  |
| **Can have constants?** | Yes | Yes |  |
| **Can have fields?** | Yes\* | Yes | *Struct instance fields cannot be initialized, will automatically initialize to default value.* |
| **Can have properties?** | Yes | Yes |  |
| **Can have indexers** | Yes | Yes |  |
| **Can have methods?** | Yes | Yes |  |
| **Can have events?** | Yes\* | Yes | *Structs, like classes, can have events, but care must be taken that you don’t subscribe to a* **copy** *of a struct instead of the struct you intended.* |
| **Can have static members (constructors, fields, methods, properties, etc.)?** | Yes | Yes |  |
| **Can inherit?** | No\* | Yes\* | *Classes can inherit from other classes (or object by default). Structs always inherit from System.ValueType and are sealed implicitly* |
| **Can implement interfaces?** | Yes | Yes |  |
| **Can overload constructor?** | Yes\* | Yes | *Struct overload of constructor does not hide default constructor.* |
| **Can define default constructor?** | No | Yes | *The struct default constructor initializes all instance fields to default values and cannot be changed.* |
| **Can overload operators?** | Yes | Yes |  |
| **Can be generic?** | Yes | Yes |  |
| **Can be partial?** | Yes | Yes |  |
| **Can be sealed?** | Always\* | Yes | *Structs are always sealed and can never be inherited from.* |
| **Can be referenced in instance members using *this* keyword?** | Yes\* | Yes | *In structs, this is a value variable, in classes, it is a readonly reference.* |
| **Needs *new* operator to create instance?** | No\* | Yes | *C# classes must be instantiated using new. However, structs do not require this. While new can be used on a struct to call a constructor, you can elect not to use new and init the fields yourself, but you must init all fields and the fields must be public!* |

Many of the items in this table should be fairly self explanatory.  As you can see there the majority of behavior is identical for both **class** and **struct** types, however, there are several differences which can become potential pitfalls if not respected and understood!

## public class PointClass { public int X { get; set; } public int Y { get; set; }

## }

## public struct PointStruct { public int X { get; set; } public int Y { get; set; }

## }

## public static class Program { public static void Main() { // assignment from one reference to another simply copies reference and increments //reference count.

## // In this case both references refer to one single object

## var pointClass = new PointClass { X = 5, Y = 10 };

## var copyOfPointClass = pointClass;

## // modifying one reference modifies all references referring to the same object

## copyOfPointClass.X = 0;

## // this will output [0, 10] even though it's our original reference because they are both //referring to the same object

## Console.WriteLine("Original pointClass is [{0},{1}]", pointClass.X, pointClass.Y);

## // ... // assignment from one struct to another makes a complete copy, so there are two separate //PointStruct each with their own X and Y

## var pointStruct = new PointStruct { X = 5, Y = 10 };

## var copyOfPointStruct = pointStruct;

## 

## // modifying one reference modifies all references referring to the same object

## copyOfPointStruct.X = 0;

## // the output will be [5,10] because the original pointStruct is unaffected by changes to the //copyOfPOintStruct

## Console.WriteLine("Original pointStruct is [{0},{1}]", pointStruct.X, pointStruct.Y);

## } }

## Namespace

Namespaces are C# program elements designed to help you organize your programs. They also provide assistance in avoiding name clashes between two sets of code. Implementing Namespaces in your own code is a good habit because it is likely to save you from problems later when you want to reuse some of your code. For example, if you created a class named Console, you would need to put it in your own namespace to ensure that there wasn't any confusion about when the System.Console class should be used or when your class should be used. Generally, it would be a bad idea to create a class named Console, but in many cases your classes will be named the same as classes in either the .NET Framework Class Library or a third party library and namespaces help you avoid the problems that identical class names would cause.

namespace SampleNamespace

{

class SampleClass { }

interface SampleInterface { }

struct SampleStruct { }

enum SampleEnum { a, b }

delegate void SampleDelegate(int i);

namespace SampleNamespace.Nested

{

class SampleClass2 { }

}

}

The following example shows how to call a static method in a nested namespace.

namespace SomeNameSpace

{

public class MyClass

{

static void Main()

{

Nested.NestedNameSpaceClass.SayHello();

}

}

// a nested namespace

namespace Nested

{

public class NestedNameSpaceClass

{

public static void SayHello()

{

Console.WriteLine("Hello");

}

}

}

}

// Output: Hello

Using Directive

// Namespace Declaration  
using System;  
using csharp\_station.tutorial;  
  
// Program start class  
class UsingDirective   
{  
    // Main begins program execution.  
    public static void Main()   
    {  
        // Call namespace member  
        myExample.myPrint();   
    }  
}  
  
// C# Station Tutorial Namespace  
namespace csharp\_station.tutorial   
{  
    class myExample   
    {  
        public static void myPrint()   
        {  
            Console.WriteLine("Example of using a using directive.");  
        }  
    }  
}